**BỘ GIÁO DỤC VÀ ĐÀO TẠO**

**TRƯỜNG ĐẠI HỌC SƯ PHẠM THÀNH PHỐ HỒ CHÍ MINH**

**KHOA CÔNG NGHỆ THÔNG TIN**

![116047](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfQAAABcCAMAAACvMLePAAAAAXNSR0IArs4c6QAAAwBQTFRFAAAAVQAAgAAAqgAA1QAA/wAAACsAVSsAgCsAqisA1SsA/ysAAFUAVVUAgFUAqlUA1VUA/1UAAIAAVYAAgIAAqoAA1YAA/4AAAKoAVaoAgKoAqqoA1aoA/6oAANUAVdUAgNUAqtUA1dUA/9UAAP8AVf8AgP8Aqv8A1f8A//8AAABVVQBVgABVqgBV1QBV/wBVACtVVStVgCtVqitV1StV/ytVAFVVVVVVgFVVqlVV1VVV/1VVAIBVVYBVgIBVqoBV1YBV/4BVAKpVVapVgKpVqqpV1apV/6pVANVVVdVVgNVVqtVV1dVV/9VVAP9VVf9VgP9Vqv9V1f9V//9VAACAVQCAgACAqgCA1QCA/wCAACuAVSuAgCuAqiuA1SuA/yuAAFWAVVWAgFWAqlWA1VWA/1WAAICAVYCAgICAqoCA1YCA/4CAAKqAVaqAgKqAqqqA1aqA/6qAANWAVdWAgNWAqtWA1dWA/9WAAP+AVf+AgP+Aqv+A1f+A//+AAACqVQCqgACqqgCq1QCq/wCqACuqVSuqgCuqqiuq1Suq/yuqAFWqVVWqgFWqqlWq1VWq/1WqAICqVYCqgICqqoCq1YCq/4CqAKqqVaqqgKqqqqqq1aqq/6qqANWqVdWqgNWqqtWq1dWq/9WqAP+qVf+qgP+qqv+q1f+q//+qAADVVQDVgADVqgDV1QDV/wDVACvVVSvVgCvVqivV1SvV/yvVAFXVVVXVgFXVqlXV1VXV/1XVAIDVVYDVgIDVqoDV1YDV/4DVAKrVVarVgKrVqqrV1arV/6rVANXVVdXVgNXVqtXV1dXV/9XVAP/VVf/VgP/Vqv/V1f/V///VAAD/VQD/gAD/qgD/1QD//wD/ACv/VSv/gCv/qiv/1Sv//yv/AFX/VVX/gFX/qlX/1VX//1X/AID/VYD/gID/qoD/1YD//4D/AKr/Var/gKr/qqr/1ar//6r/ANX/VdX/gNX/qtX/1dX//9X/AP//Vf//gP//qv//1f//Pz8/a2trlZWVw8PD////xMh1xAAAAAlwSFlzAAAXEgAAFxIBZ5/SUgAAEsdJREFUeF7tXYt2IzsKnK+Y///TWTcUUCDULbXtXG+S7N57krYeQFEFUnvP/vn3+/PjIvDnx3n86/C/nwP6n/hh3CePv3Vq/BTQCds/yefpB98Y9h8BugF7hqOD/43BNte+P+gHmn8f/1yDiYELI6/X+ugR395DYfAD9BUUNDvWxq6s96ljloLxqcZf23UA/ncVSVV4HX699P/xiG/tnUJ+/Kyh6MPXysH/LewfC3rqqu+JrvJWMV/yk5NkaUKC/QUWf1Ea7fv2BYZZ+EBT6PMu8gHhItH//buNegBebf6CcG1vcQf0Rd6ELTsTrLBqIUZrdfxhtXmNtAeALu2rUwT1vYqgUzAL5lqSQmPWdz8W20NwJ7KEx94mOvqNpo0amZ4sN2V3SbuNemTmienLQd4FcXc88Fu2hwZubnVEY20bjRsSaxLEtRLNPF/b228uNrieBGi01yiyFYAda5cDmxddRKNYsrfZqs+BuKiJnZqHYC604wpcWnA9mCTXp5OQHSPYUo3Y69UIiNcbhi43K68B/e+6bQXLeXWoYYpoWoHXJwuHMG8B1iPII22XUyfDEoI9W+prTrEUjGObLdCXL51qENaxy0G5EllWaaKchecKi8QeBNLjeX32Nsyvtpl/roie8C6d6a9Rn+2EmV7R/saV8SnpNS13ZIHL8724XF5cweIjGSV2qgzi0cqpeZBM9O9+IDo9fcM6FIktxUQzrlPnUTWWsz1dObqMLrRLCS9p/fgXgnUGKZLycv12wC2mQ/2OoEx2tdtu1FbFOQrtqq3Og+BVgn2yv5DUz187kqlRRz1OqJf3sdkM0p5VLUMIZLhksPUx3rEY+E2wlEt3e5Z7X6IwQy9Bp1aHD86rmBPt2iBXJgIYA0sB3LpKd6odWaoKr8Ym1s1SUOVWYV/10dZSVnDDcga6XzSub/SsvAfobUxEGSFYcQtKdyWrAfFxfQEdGjqNAHTZGLTV7qi6eucfAs/B5QEgdtwD7fpGBFLYdSnxY8hXS6XYbjm52K5bk+K2y6tPUT+8o6SERPG6FR1igKknqzflhoIO4QvwEhJExJGULreqna4lAbryX7ns1kQe7IDuEKeeP8yunaQpiPHnbif3DOjqvfke3npZHDB3L3cEUEMb7AvQ9HE68ARD4l1LkeZA2jBj5WPmBeqKMYQ+GBig37gXOFZvRIPstvhy/Ze0Pj4YdG493e6B7j0ZGpBsHbhAlqWKLM4S3S6Ndc4RzQkCB0SLoBFdsqQ2O5R1oaUpA4N94LqntWGeTh8MO36/9MeTRwNRgqN4iuU1rNagRmQX9yrDboIuyabmeYdWK7C7lN3yd2arBlNcG2qqDlgtP9ovVV8QIXe45TFLCGcRaIR10qZDso7WbfqVMAeDDfKk33CJiH6rizuUYtXEmiyHXQY6ZDyj7i2RZG3l+oa9F6DL8XYAPVUWkkfUY9MaiDlxXXfz1gNVxdg9dtRX1p3Fl3Yye0O3NWYUJwYdx5K74N2cFwJvXR2b5xkBPYhAip+bDTXHtTubgn1YWpkOouvUKMaGOaANhHkUwW6lGqBTcuT6kqBfDqlZzGU86IE6FRsZt0CnDd68SN4PkdDa47w4pJXLFQLscu6B0Yq1GBpF4FxEFQsAFJrik2Qroy+eauYF6sap9Cz4JwZXzEer4j5txb1oOmgljZey3InOeegXMytbtGNWY99MPgc9US1HR1Nl0eQZ6E5NKLsWc+O47+6nHspNWzKDHkUinTd9zQp6QRyL7eQz3Sh4qnkqoq5UGgnH0LYsRnActhr7oaQbR6h0OxE0wBbmgarWly7tbc14wyoiXjCBugffWHieFV/7jExrbg08R9Cu2liSst6iVIbPC7rgmoWQg0Ylndr8wLzqznoOLAW+o7mjamKkOUhKGshnfYawLpJ9ZHpYo2HHloYqokgVocNcuw7/MWXQofjRz6O1ouYgXdCN6C/EH6QZQwPcnTimZJS1RqhluXxRTQeVkaimRX5BV1KCXUOtCrzOIySplGo6j0+oc9dIU6igEzyFZEA9Iiz7IuO8WMTHZEQ4p3lveXjpV8otzy+QSEGnmsOg+5iF7OoYe28a2iZq5BLrvIcjsgR/AsKFzZVqgdYwBUFGHEqCAABEkHOnA702cww60qvN1bBO5XrJLYecqoyJPbo4DWOmuuYh5ejCZnXIioHtsr5zukpUqYVNxn/iV23ELy3Wku4VtQ2oAmHZn1TBtT/bokvSwp4y3DhhXXqLOWOx7g47V1CXwZZTlNP2DOXeqe7ri9ka35V9+vg+Dbq1HkGBSAcQ3kFPcfYsPgVe8QZkg7CndELUj1j4c50xNIMAfZCFiKOtIF9tMOGqKcvBCytX0BDMXQZrAUPPCWjNB93hBUS/fSPH737dmAgxQ+U6FtkdiX5V+ETfAFqMHcC2B8pfwTnfZbXpcWCfPnhMT5uobpUOOy/l45FzeCV6IWGqC8SG8rdmufJ5AN1bjLuMvTsvXn0h9zzGSAG7nY8QIUsdn9CGWYSsQCYEhy8pZNgcdFq0Y7rOygemcn2AcjroQcK5vsJzYTkXsASyhpD8ANowECvZGNN2TuvLMpkGnIGuVkzXUzuj5Lpt4BqLu557TNAo3ifW6tp1ANkUn1FmyR7xFobEJ7ELBzFAbxmQ9hPnJdKEBwGOytGFSJw9AyItq4KDEMEVW4DzUKIdHcZ0gwvcpi9cEnsmyGt6RkAIdJVFbkthMGW0fjqPjA4dPqdJNJ3shUk8VywlUqOYDtou+RKwgoBMwYo5jvVNZna2p9LhBlmd1nhW0Fsnp6Fbwa0D3eehR6S+t/gmI51Y9uHjkXIgR9kCTcufgo6Vm3BmdeW/bEdRIKo3fpugFntrjF8pJwh2F7IQ33CRs6NzY5KxnbEIIujO4UEY2RECtQPDvIuqLxOGIPIDSjNCPPXgab6NPyBm09xaX9CizZl42r7rwE7b6VkaFMHTspObDHUC3ZHHRuE2GbBiqTvgE2BP1sCHRNu+Cp2VRuKE4D2SArNT9mqkh9BEWDNuBF3CeYghqGCzM0xZAEncrkDP3VB4WGHF3xC6M54rMCMY6LbdUizlbSQaY/gF2hv6tCCqrKKRFKCL+eBHn7UkhxxY+Z2qtf5pyZd/GRdG5k6Q98eUpb5yMaIoRMQo4AUhetuGw7H3ccnGHnRx+ZLoODYGpVUiDS27lfcyY7gbt/VY5FPMxXjvYpVNtCBCP1bUEhPNR5a/MXuZ2ao1XNvzhjnCOS7qL/cdmkE9flgpCJNRxzL8AoIHjGCZ4x4AH84CGsQRS2eYa8guiJ5R4i4CEdSszBGR9pcSwxLFrPW2mYBQpUfAUDuSccfkwVhVoqmHgZRRXFtz5XzMxG/tUoWo9idAG1PB1iqgF5AhoUMidc4M1rk6WDL6Mm5OGxINYcueHMMSH4NX7yndnAK6FnE5IdlJiWNnoMcXgjCKJHGH6j3qHBplpsfIg+SVDoran2QKVc209JhBFbwBa8osmeF4qDmNXBTExpRUhnQ/AUorGWrVBdHDchNy4OkcBdGLEcIn96hKY4AeikttoQI0HMLbDDU+nZA9pZv/wRo4RtWToeSqQcTAMZIYDtDLwS07kFSO1tAlkj9un5s1gdxyu4uGL9uB3mSIbmEJ4Ic2Lx7G+ogoaE6wU/REI5RaVmW9ZlKWDYaMqAdaLdkleaY/Ufk8oYd6YltW7GvNZ1vhWp+GA81p5ZxpNP9loGvQm8Dao9iJ0vf41XirgDl2FF70k1w/06cj6N5VM+je7UU0RmEyqneo74FecioxroJO/cAE3PlRUi3uhJ1Cn9leUC/qru2J/dNet/GLkrm6M0fsKBjGegdv3+iw9gjBEYglKTxDImz60F1Xe6GbgXlkCTf1Pejl3U9ikyyvnWQ50pZ1E+aR50qOolOR71M+n4KO6EQBTBkWG7In+lSfWMroNAddg9317jLOuDMG0U9N0WCYnsP9ADMxNgVGvNL/iiWehoZwKIT1etYWkh+cC+xzWJ1u0kYAfLcCeqQYfMo9bYHcQXeQLDZTyDsRZavdM44a50k1QTAj4Ky5MNjBspo8pB3xa7GaVu1OoRp41GHQODKP66cKPP5rhVvJSwFXHdB/6Cgw0MpzdOhB4gGlco5u1CNfF+DFsjmjBswT012ZI1gd9mdMT0jTH3mdZIa6N9yAQg+hrOjpB3NSbJoYRiCC6W6WSR24jtIiERMpV0gNWmd5dH4GusbL8cYsSFeSDLXChOkE9Px2nzJc5M9NoLRzrXz8QmEZIZ/do5yifl7T2yU7pQrDsl0kFRBSP8U16s1xOzmwtfoTsTfNnrVysNCU3XC0Wk+Yo6CzxgTqAyVHiwutW4+RnVZmijgPjGouSBpunki71IyLzxvYZ6DjOKA2BAbGMAPdbOxCQM+uQU/O+kxsZ4X6cJF1waE2XRd64V8Y6EQ3HtLitGlTfIsGsjtJxjg6uqJpIXifB7DMNHgNqF9heg26hIB+2hUpI4sEwSV1JtreC5432WhRkxAxZCWc+jn03JSaVByfmUei/WaXVW8Td/2kYoep3q8IefI4mZJj243wyGp03I4Gc920h/Man3k2niSILzsdM8A+0MOTZ5KslM8Sseqm+Txp4zI0imThD7r2yoxAPdVXzE/WpqmGOkCPgbBcM86hmqDmgbO1a+CCdXOAhrmnZF9i+sq2DGkDl7p+5rdltwQerXhKbge96XmVWfRjuqLkAZhE6tCc42NLD+iRqVIaRDlp+6je2N4ZLJmLLtKPmi1XPVolOjUbznGchLadtAr66Y5ZjRSx1r8TdSLMg595GWppE+PouUuuE51wtDNYmewH5gQ5vfoibMsBSaZW0GX50IxIjJthcfBXMFga80rQSRB2UE/IoplNcTNHiOot6PkCkZoIHLZrKxmLxABUBHmg2LGIFzkJyznFdVmvz7IiuTArzAUuRNBsXAJzddCLQa/N/qUZVRLgJFDIuePqUalqyusQBVTRHCkUA8sLQoZXs1Sj75yGRd1lY7ok3oQ92XkZxc0BLwe9COCVOSPofH4qgjFDHQV9AKr0xEy/DH7Q0g+YDeoSqzbh3DAfoSXBfKEoV4f7ovtWzBfO6VewNZ8vmzxGAMXQ9FbboYYlvIUV1RDjwm8fzODyCvPxgb1ZMuxc21MVCwI9ru3c0nONH7e4AcLJlNczvVHBfv9CYwREo0WBS9d0Yw7keyAKl5IyOjsTbgwBLL4VP8bpvCW1k71LxZR+7EVfsC9Z/lqsw+I3rXt5oYOIDtEI0O1Nx3A5kohfdMCB8vcvtCDprS+O/CIxsHSoWh6m5nRNiYhJIR26Wgt6R7hlkXwGt3cxnYQsse8iGaCLdGizMxGcnLEv7xeht+ij2LY6rmmBEaHNj98I9xzkYgZ/KO0b9e4d6GM+Vb/ei8szGbMwd3AmHjSzkxzbq64JTRST+qO0I2XlpGludayQJMEg6T+/UMqUV1ukjBQj+hI+j81CYJ8Z8taMiiiM/rVG51t140MHbNVUG0PsRA+We4KG6vrINzGq2+lOrJikl7hVPrNncBkJNHG3w/0ZONfmfgHonv/u4dQ0Bj0Ud82TETUR1lwegGhouFX82EOYyk375vaWInbNE8XjGvjdrW6O/yrQF81DTT/u1h7/WZyUh1XMKhdN+knreQGuDGcsvbQNFzNtI3c5+b0D7gX2bTYBiedAt2Oa9+1DVmRVTR876NRf3HEXt3H4JvWdFd4358NAF7SPTkxfiN3wmypE1O9xna4FozqEqUife2bI9bs6dMeRG5uuTvkwc/CtSjnzPP5Z9YIrMvhtdO96rbNlk7xrqbgDmmat/d/x7Pvx1hkfCPrDXwN927rSqFEHvhrFBvRyVbCyklzz263MthcrOzwz5uMMUo0F03d10TAv37jfcTKDDlN27dAv0/qdzzMAvWPuTjzesX+/pp2ZNoPtmOcvQ+7ZbU0ebtLs3cnWIn7o23Rga5P7gz8a9M1i6tpOX7baXEJkJg51cg+LJmEnxn7W/wV9PWz0cmx90oGW3YTwmWxjBerfvb03qu/Q4xf03aAb2XaPbPodCZvlsO9vHxmjxMd3pzYWspPaDZ3Z2OX20J38vb3JnYkB3+LsgvL0IL60HBZDVynE3VNqPaR/6M/nGrZ7OeNfgNNIPwc6T7+lGb+g30r4O7cqB1bY7Jh+a99xvqG+sdy2Mmys/fzQpwLz/PZnK2yiLiAT0s9hfmiFGWcrb8Tq2ZR7c2Tfu/xTq+9F7klmX1q6s/6e5Zdbv3rARva+euvL9bZCt4PJ5c7tgA3p2LL8njXPzPpk0FmsL33cgORyrX7Axg7vz8CbPqDJfWr2myfvxO4Lsnd9ix3D3xzDbvl1R/4D45r/lfrUio9y5KOMGUP24eb9J5n27Tf9Bf3bQ/zL9B8I8S/ov6A/IvAr7z8wDf4HI1Jg2nmH938AAAAASUVORK5CYII=)

![Trường Đại học Sư phạm Thành phố Hồ Chí Minh – Wikipedia tiếng Việt](data:image/png;base64,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)

**BÁO CÁO ĐỀ TÀI OOP**

**Chủ đề: Game 2048**

**Học phần : COMP101701 – Lập trình Hướng đối tượng**

**Nhóm sinh viên thực hiện:** Nhóm 5 anh em

**Họ và tên các thành viên:**

1. Đặng Trần Nhật Hoan – 48.01.103.026
2. Chế Thị Cẩm Loan – 48.01.103.045
3. Nguyễn Quang Lý – 48.01.103.047
4. Nguyễn Gia Thiện – 48.01.103.076
5. Dương Bảo Trân – 48.01.103.081

**Giảng viên:** Ths Lương Trần Ngọc Khiết

Thành phố Hồ Chí Minh, 06 tháng 08 năm 2024

**BẢNG PHÂN CÔNG**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **STT** | **Họ Và Tên** | **MSSV** | **Nhiệm Vụ** | **Phần trăm đóng góp** |
| **1** | Nguyễn Gia Thiện | 48.01.103.076 | Viết code | 100% |
| **2** | Chế Thị Cẩm Loan | 48.01.103.045 | Viết code | 100% |
| **3** | Nguyễn Quang Lý | 48.01.103.047 | Kiểm dữ liệu đầu ra | 100% |
| **4** | Dương Bảo Trân | 48.01.103.081 | Viết code | 100% |
| **5** | Đặng Trần Nhật Hoan | 48.01.103.026 | Viết báo cáo | 100% |

Mục lục

[**GIỚI THIỆU ĐỀ TÀI** 3](#_Toc174346892)

[ƯU ĐIỂM 3](#_Toc174346893)

[MỤC TIÊU ĐỀ TÀI 3](#_Toc174346894)

[PHƯƠNG PHÁP THỰC HIỆN 4](#_Toc174346895)

[**SƠ ĐỒ OOP** 5](#_Toc174346896)

[**MIÊU TẢ THUẬT TOÁN** 5](#_Toc174346897)

[***Lớp Tile và NumberTile*** 5](#_Toc174346898)

[Lớp Tile: 7](#_Toc174346899)

[Lớp NumberTile: 7](#_Toc174346900)

[***Lớp Board*** 9](#_Toc174346901)

[Lớp Board: 14](#_Toc174346902)

[***Lớp Game*** 16](#_Toc174346903)

[Lớp Game: 19](#_Toc174346904)

[**HƯỚNG DẪN CHƠI:** 20](#_Toc174346905)

[**KẾT LUẬN** 21](#_Toc174346906)

[**LINK GITHUB** 22](#_Toc174346907)

# **GIỚI THIỆU ĐỀ TÀI**

Game 2048 là một trò chơi trí tuệ đơn giản nhưng gây nghiện, được phát triển bởi Gabriele Cirulli vào năm 2014. Trò chơi nhanh chóng trở nên phổ biến nhờ vào lối chơi dễ hiểu nhưng đòi hỏi sự tính toán và chiến lược cao. Trong đề tài này, chúng tôi xây dựng một phiên bản mở rộng của game 2048 bằng ngôn ngữ lập trình C++, với khả năng tùy chọn kích thước bảng và chế độ chơi (số hoặc chữ cái), giúp tăng cường trải nghiệm người dùng và khả năng sáng tạo trong phát triển phần mềm.

## ƯU ĐIỂM

**Tính đơn giản và hấp dẫn:** Trò chơi 2048 có luật chơi đơn giản, dễ hiểu, nhưng đầy thử thách, phù hợp với những sinh viên mới bắt đầu học lập trình. Người chơi chỉ cần sử dụng các phím mũi tên để di chuyển các ô trên bảng, kết hợp các ô có cùng giá trị để tạo ra ô mới với giá trị gấp đôi.

**Khả năng mở rộng và sáng tạo:** Với cấu trúc lập trình hướng đối tượng, trò chơi có thể dễ dàng mở rộng với nhiều tính năng mới. Chẳng hạn, người lập trình có thể thêm các chế độ chơi khác nhau (như chữ cái thay vì số) hoặc thay đổi kích thước bảng từ 4x4 đến 6x6. Điều này không chỉ giúp trò chơi trở nên đa dạng mà còn tạo điều kiện để người lập trình sáng tạo thêm các tính năng mới.

**Ứng dụng thực tiễn:** Phát triển game 2048 là một cơ hội tuyệt vời để sinh viên áp dụng các kiến thức lập trình vào một dự án cụ thể. Từ việc chọn kích thước bảng, chế độ chơi, đến việc xử lý các thao tác di chuyển, sinh viên sẽ hiểu rõ hơn về quá trình phát triển phần mềm từ ý tưởng đến sản phẩm hoàn thiện.

**Phát triển kỹ năng lập trình:** Việc viết code cho game 2048 giúp sinh viên thực hành lập trình hướng đối tượng (OOP). Các khái niệm như lớp, đối tượng, kế thừa, và đa hình được áp dụng triệt để trong trò chơi này. Sử dụng OOP không chỉ giúp tổ chức mã nguồn rõ ràng, dễ bảo trì và mở rộng, mà còn tăng cường khả năng tái sử dụng mã nguồn trong các dự án khác.

## MỤC TIÊU ĐỀ TÀI

Mục tiêu chính của đề tài này là xây dựng một phiên bản nâng cấp của game 2048 bằng ngôn ngữ lập trình C++. Qua đó, sinh viên sẽ đạt được những mục tiêu cụ thể sau:

1. **Hiểu rõ cấu trúc và logic của trò chơi:** Nắm vững cách trò chơi hoạt động, các quy tắc, và chiến lược cần thiết để chiến thắng. Sinh viên sẽ học cách làm việc với các lớp và đối tượng để mô phỏng bảng trò chơi và các ô số trên đó.
2. **Phát triển kỹ năng lập trình cơ bản:** Làm quen với các khái niệm lập trình căn bản trong C++ và cách áp dụng chúng vào dự án thực tế. Sinh viên sẽ học cách tạo và quản lý các lớp như Tile, Board, và Game để tổ chức mã nguồn một cách hiệu quả.
3. **Quản lý và xử lý dữ liệu:** Hiểu cách quản lý dữ liệu trò chơi, bao gồm việc lưu trữ và cập nhật trạng thái của bảng trò chơi. Sinh viên sẽ học cách triển khai các thuật toán để xử lý các thao tác di chuyển và kết hợp ô số một cách hiệu quả.
4. **Kiểm tra và gỡ lỗi:** Phát triển kỹ năng kiểm tra và gỡ lỗi chương trình để đảm bảo trò chơi hoạt động chính xác và mượt mà. Việc kiểm tra tính hợp lệ của các bước di chuyển và tính năng kết thúc trò chơi là những kỹ năng quan trọng cần có trong quá trình phát triển phần mềm.
5. **Áp dụng lập trình hướng đối tượng:** Tổ chức mã nguồn theo mô hình OOP, sử dụng các lớp và đối tượng để quản lý các thành phần của trò chơi như bảng, ô số, và các thao tác di chuyển. Điều này không chỉ giúp tăng cường khả năng tái sử dụng và bảo trì mã nguồn mà còn giúp sinh viên hiểu sâu hơn về cách áp dụng OOP trong các dự án thực tế.

## PHƯƠNG PHÁP THỰC HIỆN

Để đạt được các mục tiêu đề ra, quá trình thực hiện sẽ bao gồm các bước chính sau:

1. **Nghiên cứu và phân tích**: Tìm hiểu chi tiết về luật chơi 2048 cũng như các thuật toán cần thiết để xử lý logic trò chơi, bao gồm các thao tác di chuyển, kết hợp ô, và kiểm tra điều kiện kết thúc trò chơi.
2. **Thiết kế và lập trình**: Xây dựng các module chức năng của trò chơi bằng ngôn ngữ C++, tập trung vào việc triển khai các lớp như Tile, Board, và Game, đồng thời thiết kế giao diện hiển thị trò chơi trên console để người chơi có thể tương tác một cách dễ dàng.
3. **Kiểm tra và hoàn thiện**: Thực hiện quá trình kiểm tra để phát hiện và khắc phục các lỗi trong chương trình, đồng thời tối ưu hóa mã nguồn nhằm đảm bảo trò chơi hoạt động ổn định và hiệu quả nhất.

# **SƠ ĐỒ OOP**

# **MIÊU TẢ THUẬT TOÁN**

## ***Lớp Tile và NumberTile***

Code của tệp Tile.h:

#ifndef TILE\_H

#define TILE\_H

#include <iostream>

#include <sstream>

using namespace std;

class Tile {

public:

virtual ~Tile() {}

virtual bool isEmpty() const = 0;

virtual string getDisplayValue(bool useLetters) const = 0;

virtual void setValue(int newValue) = 0;

virtual int getValue() const = 0;

virtual bool canCombine(const Tile& other) const = 0;

virtual void combine(Tile& other) = 0;

};

class NumberTile : public Tile {

private:

int value;

string intToString(int value) const {

ostringstream oss;

oss << value;

return oss.str();

}

public:

NumberTile(int val = 0) : value(val) {}

bool isEmpty() const override {

return value == 0;

}

string getDisplayValue(bool useLetters) const override {

if (value == 0) return ".";

if (useLetters) {

switch (value) {

case 2: return "A";

case 4: return "B";

case 8: return "C";

case 16: return "D";

case 32: return "E";

case 64: return "F";

case 128: return "G";

case 256: return "H";

case 512: return "I";

case 1024: return "J";

case 2048: return "K";

default: return "X"; // Sử dụng 'X' thay cho '?'

}

}

else {

return intToString(value);

}

}

void setValue(int newValue) override {

value = newValue;

}

int getValue() const override {

return value;

}

bool canCombine(const Tile& other) const override {

return value == other.getValue() && value != 0;

}

void combine(Tile& other) override {

if (canCombine(other)) {

value \*= 2;

other.setValue(0);

}

}

};

#endif // TILE\_H

### Lớp Tile:

**Mô tả:**

Lớp Tile là một lớp trừu tượng đại diện cho một ô số hoặc chữ cái trong trò chơi 2048. Nó lưu trữ giá trị hiện tại của ô và quản lý việc kết hợp các ô. Lớp này chỉ chứa các phương thức thuần ảo, yêu cầu các lớp con triển khai lại tất cả các phương thức đó.

**Phương thức:**

virtual ~Tile() {}: Destructor ảo để đảm bảo việc hủy đối tượng của lớp dẫn xuất được thực hiện đúng.

virtual bool isEmpty() const = 0;: Kiểm tra ô có rỗng hay không.

virtual string getDisplayValue(bool useLetters) const = 0;: Trả về giá trị hiển thị của ô (số hoặc chữ cái).

virtual void setValue(int newValue) = 0;: Đặt giá trị cho ô.

virtual int getValue() const = 0;: Lấy giá trị của ô.

virtual bool canCombine(const Tile& other) const = 0;: Kiểm tra ô hiện tại có thể kết hợp với ô khác hay không.

virtual void combine(Tile& other) = 0;: Thực hiện kết hợp hai ô.

### Lớp NumberTile:

**Mô tả:**

NumberTile kế thừa từ lớp Tile, đại diện cho các ô chứa số trong trò chơi. Nó có khả năng hiển thị giá trị dưới dạng số hoặc chữ cái tùy thuộc vào cài đặt.

Thuộc tính:

int value; : Lưu trữ giá trị số của ô.

**Phương thức:**

string intToString(int value) const: Chuyển giá trị số thành chuỗi.

NumberTile(int val = 0): Hàm dựng khởi tạo giá trị cho ô, mặc định là 0.

bool isEmpty() const override: Trả về true nếu giá trị của ô là 0, ngược lại trả về false.

string getDisplayValue(bool useLetters) const override: Trả về giá trị hiển thị của ô dưới dạng chữ cái hoặc số.

void setValue(int newValue) override: Đặt giá trị mới cho ô.

int getValue() const override: Trả về giá trị hiện tại của ô.

bool canCombine(const Tile& other) const override: Kiểm tra xem ô hiện tại có thể kết hợp với ô khác có cùng giá trị hay không.

void combine(Tile& other) override: Thực hiện kết hợp hai ô, giá trị của ô hiện tại sẽ được nhân đôi và ô kết hợp sẽ bị đặt về giá trị 0.

**Kế thừa và Đa hình:**

* 1. Kế thừa:

Lớp NumberTile kế thừa từ lớp cơ sở Tile, có nghĩa là nó phải cài đặt lại tất cả các phương thức thuần ảo của lớp Tile.

* 1. Đa hình:

Đa hình cho phép sử dụng các đối tượng NumberTile thông qua con trỏ hoặc tham chiếu đến lớp cơ sở Tile, giúp linh hoạt trong việc xử lý các đối tượng khác nhau kế thừa từ Tile.

**Minh họa**
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Nếu Tile A có giá trị 4 và Tile B có giá trị 4 như ở hình 1, chúng có thể kết hợp lại để tạo thành một Tile C có giá trị 8 như hình 2. Trong trường hợp useLetters là true, kết quả hiển thị sẽ là "C" thay vì số 8. Hàm combineWith sẽ thực hiện việc này và Tile B sẽ được đặt lại thành giá trị ban đầu (0 hoặc trống).

## ***Lớp Board***

Code của tệp Board.h:

#ifndef BOARD\_H

#define BOARD\_H

#include <vector>

#include <iostream>

#include <iomanip>

#include <cstdlib>

#include <ctime>

#include <windows.h>

#include "Tile.h"

using namespace std;

class Board {

protected:

int size;

vector<vector<Tile\*>> tiles;

bool useLetters; // Biến để lưu chế độ hiển thị (số hoặc chữ)

static void setColor(int color); // Static function

void rotateBoard();

public:

Board(int s, bool useLetters);

virtual ~Board();

virtual void addRandomTile();

virtual void display() const;

virtual bool moveLeft();

virtual bool moveRight();

virtual bool moveUp();

virtual bool moveDown();

virtual bool canMove() const;

bool isWinningCondition() const;

vector<pair<int, int>> getEmptyPositions() const;

vector<vector<int>> getTileValues() const;

void setTileValue(int row, int col, int value);

bool has2048() const;

};

class Board4x4 : public Board {

public:

Board4x4(bool useLetters) : Board(4, useLetters) {}

};

class Board5x5 : public Board {

public:

Board5x5(bool useLetters) : Board(5, useLetters) {}

};

class Board6x6 : public Board {

public:

Board6x6(bool useLetters) : Board(6, useLetters) {}

};

#endif // BOARD\_H

Code của tệp Board.cpp:

#include "Board.h"

#include <iostream>

#include <iomanip>

#include <Windows.h> // Thư viện này để sử dụng SetConsoleTextAttribute và GetConsoleScreenBufferInfo

using namespace std;

Board::Board(int s, bool useLetters) : size(s), useLetters(useLetters), tiles(s, vector<Tile\*>(s)) {

srand(static\_cast<unsigned int>(time(0)));

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

tiles[i][j] = new NumberTile();

}

}

addRandomTile();

addRandomTile();

}

Board::~Board() {

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

delete tiles[i][j];

}

}

}

void Board::addRandomTile() {

vector<pair<int, int>> emptyPositions;

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

if (tiles[i][j]->isEmpty()) {

emptyPositions.push\_back({ i, j });

}

}

}

if (!emptyPositions.empty()) {

int idx = rand() % emptyPositions.size();

int value = (rand() % 2 + 1) \* 2;

tiles[emptyPositions[idx].first][emptyPositions[idx].second]->setValue(value);

}

}

void Board::setColor(int color) {

SetConsoleTextAttribute(GetStdHandle(STD\_OUTPUT\_HANDLE), color);

}

void Board::display() const {

system("cls");

// Lấy kích thước cửa sổ console

CONSOLE\_SCREEN\_BUFFER\_INFO csbi;

GetConsoleScreenBufferInfo(GetStdHandle(STD\_OUTPUT\_HANDLE), &csbi);

int consoleWidth = csbi.srWindow.Right - csbi.srWindow.Left + 1;

// Tính toán chiều rộng bảng và khoảng cách trái để căn giữa

const int cellWidth = 7; // Chiều rộng ô bao gồm cả padding

const int cellHeight = 3; // Chiều cao ô bao gồm cả padding

const int boardWidth = size \* (cellWidth + 1) + 1;

const int leftPadding = (consoleWidth - boardWidth) / 2;

// Điều chỉnh khoảng cách trái nếu nó âm

int leftPaddingAdjusted;

if (leftPadding > 0) {

leftPaddingAdjusted = leftPadding;

}

else {

leftPaddingAdjusted = 0;

}

// Ký tự viền

const string horizontalBorder = "=======";

const char verticalBorder = '|';

cout << "\n" << string(leftPaddingAdjusted, ' ') << "2048 Game\n\n";

// In viền trên

cout << string(leftPaddingAdjusted, ' ') << "+";

for (int j = 0; j < size; ++j) {

cout << horizontalBorder << "+";

}

cout << "\n";

for (int i = 0; i < size; ++i) {

for (int k = 0; k < cellHeight; ++k) {

cout << string(leftPaddingAdjusted, ' ') << verticalBorder;

for (int j = 0; j < size; ++j) {

if (k == cellHeight / 2) {

// In giá trị ở hàng giữa của ô

if (tiles[i][j]->isEmpty()) {

setColor(8); // Màu xám cho ô trống

cout << setw(cellWidth) << " ";

}

else {

switch (tiles[i][j]->getValue()) {

case 2: setColor(9); break; // Xanh dương

case 4: setColor(10); break; // Xanh lá

case 8: setColor(11); break; // Xanh cyan

case 16: setColor(12); break; // Đỏ

case 32: setColor(13); break; // Tím

case 64: setColor(14); break; // Vàng

case 128: setColor(15); break; // Trắng

case 256: setColor(16); break; // Xanh cyan

case 512: setColor(17); break; // Tím

case 1024: setColor(18); break; // Vàng

case 2048: setColor(19); break; // Đỏ

default: setColor(7); break; // Màu mặc định

}

string valueString = tiles[i][j]->getDisplayValue(useLetters);

int valueWidth = valueString.length();

int padding = (cellWidth - valueWidth) / 2;

cout << string(padding, ' ') << valueString << string(cellWidth - padding - valueWidth, ' ');

}

}

else {

// In hàng trống

cout << setw(cellWidth) << " ";

}

setColor(7); // Đặt lại màu mặc định

cout << verticalBorder;

}

cout << "\n";

}

// In viền ngang

cout << string(leftPaddingAdjusted, ' ') << "+";

for (int j = 0; j < size; ++j) {

cout << horizontalBorder << "+";

}

cout << "\n";

}

// In thông báo "You Win!" nếu điều kiện thắng được thỏa mãn

if (isWinningCondition()) {

cout << "\n" << string(leftPaddingAdjusted, ' ') << "YOU WIN!\n";

}

}

bool Board::moveLeft() {

bool moved = false;

for (int i = 0; i < size; ++i) {

int lastMergePosition = -1;

for (int j = 1; j < size; ++j) {

if (!tiles[i][j]->isEmpty()) {

int k = j;

while (k > 0 && tiles[i][k - 1]->isEmpty()) {

tiles[i][k - 1]->setValue(tiles[i][k]->getValue());

tiles[i][k]->setValue(0);

k--;

moved = true;

}

if (k > 0 && tiles[i][k - 1]->canCombine(\*tiles[i][k]) && lastMergePosition != k - 1) {

tiles[i][k - 1]->combine(\*tiles[i][k]);

lastMergePosition = k - 1;

moved = true;

}

}

}

}

return moved;

}

void Board::rotateBoard() {

vector<vector<Tile\*>> newTiles(size, vector<Tile\*>(size));

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

newTiles[j][size - i - 1] = tiles[i][j];

}

}

tiles = newTiles;

}

bool Board::moveRight() {

rotateBoard();

rotateBoard();

bool moved = moveLeft();

rotateBoard();

rotateBoard();

return moved;

}

bool Board::moveUp() {

rotateBoard();

rotateBoard();

rotateBoard();

bool moved = moveLeft();

rotateBoard();

return moved;

}

bool Board::moveDown() {

rotateBoard();

bool moved = moveLeft();

rotateBoard();

rotateBoard();

rotateBoard();

return moved;

}

bool Board::canMove() const {

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

if (tiles[i][j]->isEmpty()) return true;

if (j < size - 1 && tiles[i][j]->canCombine(\*tiles[i][j + 1])) return true;

if (i < size - 1 && tiles[i][j]->canCombine(\*tiles[i + 1][j])) return true;

}

}

return false;

}

bool Board::isWinningCondition() const {

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

if (tiles[i][j]->getValue() == 2048) {

return true;

}

}

}

return false;

}

vector<pair<int, int>> Board::getEmptyPositions() const {

vector<pair<int, int>> emptyPositions;

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

if (tiles[i][j]->isEmpty()) {

emptyPositions.push\_back({ i, j });

}

}

}

return emptyPositions;

}

vector<vector<int>> Board::getTileValues() const {

vector<vector<int>> values(size, vector<int>(size));

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

values[i][j] = tiles[i][j]->getValue();

}

}

return values;

}

void Board::setTileValue(int row, int col, int value) {

if (row >= 0 && row < size && col >= 0 && col < size) {

tiles[row][col]->setValue(value);

}

}

bool Board::has2048() const {

for (int i = 0; i < size; ++i) {

for (int j = 0; j < size; ++j) {

if (tiles[i][j]->getValue() == 2048) {

return true;

}

}

}

return false;

}

### Lớp Board:

**Mô tả:**

Lớp Board quản lý bảng trò chơi và xử lý các thao tác di chuyển, hiển thị, và kiểm tra trạng thái của trò chơi. Lớp này sử dụng kế thừa để tạo ra các bảng với kích thước khác nhau như 4x4, 5x5, và 6x6.

Thuộc tính:

int size: Kích thước của bảng (ví dụ: 4x4, 5x5, 6x6).

vector<vector<Tile\*>> tiles: Ma trận lưu trữ các ô trên bảng.

bool useLetters: Hiển thị giá trị của ô dưới dạng số hoặc chữ cái.

**Phương thức:**

Board(int s, bool useLetters): Khởi tạo bảng với kích thước s và chế độ hiển thị useLetters.

virtual ~Board(): Giải phóng bộ nhớ cho các đối tượng Tile khi bảng bị hủy.

virtual void addRandomTile(): Thêm một ô có giá trị ngẫu nhiên (2 hoặc 4) vào một vị trí trống ngẫu nhiên trên bảng.

virtual void display() const: Hiển thị bảng trên console. Bảng được căn giữa trên màn hình và các ô có màu sắc tương ứng với giá trị.

virtual bool moveLeft(), virtual bool moveRight(), virtual bool moveUp(), virtual bool moveDown(): Xử lý các thao tác di chuyển ô.

virtual bool canMove() const: Kiểm tra xem còn có thể di chuyển được không.

static void setColor(int color): Đặt màu sắc hiển thị trên console.

void rotateBoard(): Xoay bảng 90 độ theo chiều kim đồng hồ.

bool isWinningCondition() const: Kiểm tra xem có ô nào đạt giá trị 2048 không, từ đó xác định điều kiện thắng.

vector<pair<int, int>> getEmptyPositions() const: Trả về giá trị hiện tại của tất cả các ô trên bảng.

void setTileValue(int row, int col, int value): Đặt giá trị cho một ô cụ thể trên bảng.

bool has2048() const: Kiểm tra xem có ô nào có giá trị 2048 không.

**Các lớp con Board4x4, Board5x5, Board6x6:**

Các lớp này kế thừa từ Board và tạo ra các bảng với kích thước cố định là 4x4, 5x5, và 6x6. Chúng chỉ đơn giản là định nghĩa kích thước bảng cụ thể thông qua hàm khởi tạo.

**Kế thừa và đa hình:**

1. Kế thừa

Lớp Board là lớp cơ sở, được mở rộng bởi các lớp con Board4x4, Board5x5, Board6x6. Kế thừa giúp tái sử dụng mã nguồn và dễ dàng tạo ra các biến thể của bảng với kích thước khác nhau mà không cần viết lại toàn bộ logic.

1. Đa hình

Khi sử dụng các đối tượng của Board (hoặc các lớp con của nó) thông qua con trỏ hoặc tham chiếu đến lớp cơ sở Board, các phương thức như display(), moveLeft() sẽ hoạt động đúng đắn dựa trên lớp con thực tế mà đối tượng thuộc về, nhờ cơ chế đa hình.

**Kết luận:**

Đoạn mã trong Board.h và Board.cpp đã thiết kế một cách hiệu quả các lớp Board và các lớp con để quản lý bảng trò chơi 2048. Nó sử dụng tốt các khái niệm hướng đối tượng như kế thừa và đa hình để tạo ra các bảng với kích thước khác nhau và hỗ trợ hiển thị linh hoạt (số hoặc chữ cái). Các phương thức như moveLeft(), rotateBoard(), và canMove() được cài đặt một cách chi tiết để xử lý logic trò chơi và đảm bảo rằng mọi thao tác di chuyển đều được kiểm tra kỹ lưỡng.

**Minh họa**

Khi người chơi nhấn phím mũi tên phải, hàm moveRight() sẽ di chuyển tất cả các ô trên bảng sang phải. Nếu hai ô có giá trị giống nhau nằm cạnh nhau, chúng sẽ kết hợp thành một ô mới có giá trị gấp đôi. Các ô còn lại sẽ trượt sang phải để lấp đầy khoảng trống, và một ô mới sẽ được thêm vào vị trí ngẫu nhiên. (Xem hình 1 và hình 2).

## ***Lớp Game***

Code của tệp Game.h:  
#ifndef GAME\_H

#define GAME\_H

#include "Board.h"

class Game {

private:

Board\* board;

int currentSize; // Lưu kích thước hiện tại

bool useLetters; // Lưu chế độ chơi (số hoặc chữ)

void selectBoardSize();

void selectGameMode(); // Thêm khai báo hàm selectGameMode

void restartGame(); // Thêm khai báo hàm restartGame

bool isGameOver() const;

public:

Game();

~Game();

void play();

};

#endif // GAME\_H

#endif // GAME\_H

Code của tệp Game.cpp:  
#include "Game.h"

#include <conio.h>

#include <iostream>

using namespace std;

Game::Game() : board(nullptr), currentSize(4), useLetters(false) {

selectGameMode();

selectBoardSize();

}

Game::~Game() {

delete board;

}

void Game::selectGameMode() {

cout << "Select game mode by pressing the corresponding key:\n";

cout << "1. Numbers\n";

cout << "2. Letters\n";

cout << "Press the corresponding key (1/2): ";

while (true) {

int ch = \_getch();

switch (ch) {

case '1':

useLetters = false;

return;

case '2':

useLetters = true;

return;

default:

cout << "Invalid choice. Please press 1 or 2: ";

break;

}

}

}

void Game::selectBoardSize() {

if (board != nullptr) {

delete board;

}

cout << "Select board size by pressing the corresponding key:\n";

cout << "1. 4x4\n";

cout << "2. 5x5\n";

cout << "3. 6x6\n";

cout << "Press the corresponding key (1/2/3): ";

while (true) {

int ch = \_getch();

switch (ch) {

case '1':

currentSize = 4;

board = new Board4x4(useLetters);

return;

case '2':

currentSize = 5;

board = new Board5x5(useLetters);

return;

case '3':

currentSize = 6;

board = new Board6x6(useLetters);

return;

default:

cout << "Invalid choice. Please press 1, 2, or 3: ";

break;

}

}

}

bool Game::isGameOver() const {

return !board->canMove();

}

void Game::restartGame() {

delete board; // Xóa bảng cũ

switch (currentSize) {

case 4:

board = new Board4x4(useLetters);

break;

case 5:

board = new Board5x5(useLetters);

break;

case 6:

board = new Board6x6(useLetters);

break;

default:

board = new Board4x4(useLetters); // Default to 4x4 if size is unknown

break;

}

}

void Game::play() {

while (true) {

board->display();

// Thêm thông báo để quay lại menu

cout << "Press 'M' to return to menu.\n";

// Kiểm tra nếu người chơi thắng

if (board->has2048()) {

cout << "Press 'R' to restart or 'Q' to exit.\n";

int ch = \_getch();

if (ch == 'R' || ch == 'r') {

restartGame();

continue;

}

else if (ch == 'Q' || ch == 'q') {

break;

}

// Tiếp tục hiển thị thông báo cho đến khi nhấn 'R' hoặc 'Q'

while (true) {

ch = \_getch();

if (ch == 'R' || ch == 'r') {

restartGame();

break;

}

else if (ch == 'Q' || ch == 'q') {

return; // Thoát trò chơi

}

}

}

// Kiểm tra nếu trò chơi đã kết thúc

if (isGameOver()) {

cout << "\nGame Over!\n";

cout << "Press 'R' to restart or 'Q' to exit.\n";

int ch = \_getch();

if (ch == 'R' || ch == 'r') {

restartGame();

continue;

}

else if (ch == 'Q' || ch == 'q') {

break;

}

continue;

}

int ch = \_getch();

bool moved = false;

if (ch == 75) { // Phím mũi tên trái

moved = board->moveLeft();

}

else if (ch == 77) { // Phím mũi tên phải

moved = board->moveRight();

}

else if (ch == 72) { // Phím mũi tên lên

moved = board->moveUp();

}

else if (ch == 80) { // Phím mũi tên xuống

moved = board->moveDown();

}

else if (ch == 'M' || ch == 'm') { // 'M' để quay lại menu

selectGameMode();

selectBoardSize();

}

else if (ch == 'R' || ch == 'r') { // 'R' để khởi động lại trò chơi

restartGame();

continue;

}

else if (ch == 'Q' || ch == 'q') { // 'Q' để thoát trò chơi

break;

}

else if (ch == 'C' || ch == 'c') { // 'C' để gian lận và đặt ô thành 2048

auto emptyPositions = board->getEmptyPositions();

if (!emptyPositions.empty()) {

int idx = rand() % emptyPositions.size();

board->setTileValue(emptyPositions[idx].first, emptyPositions[idx].second, 2048);

}

}

if (moved) {

board->addRandomTile();

}

}

}

### Lớp Game:

**Mô tả:**

Lớp Game quản lý luồng chính của trò chơi 2048, bao gồm việc chọn chế độ chơi, kích thước bảng, xử lý thao tác của người chơi, và kiểm tra kết thúc trò chơi.

**Thuộc tính:**

Board\* board: Con trỏ đến đối tượng bảng trò chơi (Board).

int currentSize: Lưu kích thước hiện tại của bảng.

bool useLetters: Lưu chế độ chơi hiện tại (số hoặc chữ cái).

**Phương thức:**

Game(): Khởi tạo giá trị mặc định cho board, currentSize, và useLetters. Gọi các hàm selectGameMode() và selectBoardSize() để người chơi chọn chế độ chơi và kích thước bảng.

~Game(): Giải phóng bộ nhớ đã cấp phát cho đối tượng Board.

void selectBoardSize(): Chọn kích thước bảng trò chơi (4x4, 5x5, 6x6).

void selectGameMode(): Chọn chế độ chơi (số hoặc chữ cái).

void restartGame(): Khởi động lại trò chơi với kích thước và chế độ hiện tại.

bool isGameOver() const: Kiểm tra xem trò chơi đã kết thúc hay chưa bằng cách kiểm tra khả năng di chuyển các ô trên bảng.

void play():

* Luồng chính của trò chơi, xử lý các thao tác của người chơi, bao gồm di chuyển ô, kiểm tra kết thúc trò chơi, khởi động lại trò chơi, quay lại menu chọn kích thước bảng, và thoát trò chơi.
* Hiển thị bảng và các thông báo tương ứng sau mỗi lượt di chuyển hoặc khi trò chơi kết thúc.
* Có hỗ trợ chức năng gian lận, cho phép đặt ô thành giá trị 2048 bằng cách nhấn phím 'C' (dành cho người lập trình game để kiểm tra dữ liệu đầu ra và các chức năng của trò chơi).

**Tổng hợp:**

* Lớp Game kết hợp với lớp Board để quản lý toàn bộ luồng trò chơi từ khi khởi tạo đến khi kết thúc.
* Cho phép người chơi lựa chọn giữa các chế độ chơi khác nhau và kích thước bảng khác nhau.
* Phương thức play() là trái tim của trò chơi, nơi tất cả các hành động của người chơi được xử lý.

**Minh họa**

Khi người chơi chọn chế độ chơi và kích thước bảng, Game tạo ra bảng tương ứng và bắt đầu trò chơi. Người chơi có thể di chuyển các ô, quay lại menu chọn kích thước bảng, khởi động lại trò chơi, hoặc thoát trò chơi bất cứ lúc nào bằng cách sử dụng các phím tắt tương ứng.

# **HƯỚNG DẪN CHƠI:**

Chọn chế độ chơi:

* Khi khởi động trò chơi, bạn sẽ được yêu cầu chọn chế độ chơi:
  + Nhấn 1 để chơi với số.
  + Nhấn 2 để chơi với chữ cái.

Chọn kích thước bảng:

* Sau khi chọn chế độ chơi, bạn sẽ chọn kích thước bảng:
* Nhấn '1' để chọn bảng 4x4.
* Nhấn '2' để chọn bảng 5x5.
* Nhấn '3' để chọn bảng 6x6.

Cách di chuyển các ô:

* Sử dụng các phím mũi tên để di chuyển các ô trên bảng:
* Mũi tên trái (←): Di chuyển các ô sang trái.
* Mũi tên phải (→): Di chuyển các ô sang phải.
* Mũi tên lên (↑): Di chuyển các ô lên trên.
* Mũi tên xuống (↓): Di chuyển các ô xuống dưới.
* Mục tiêu của bạn là kết hợp các ô có giá trị giống nhau để tạo ra ô có giá trị lớn hơn, cuối cùng đạt được ô có giá trị 2048.

Chức năng bổ sung:

* Nhấn 'R' để khởi động lại trò chơi với cùng kích thước bảng và chế độ chơi hiện tại.
* Nhấn 'M' để quay lại menu và chọn lại kích thước bảng hoặc chế độ chơi khác.
* Nhấn 'Q' để thoát trò chơi.
* Nhấn 'C' để gian lận bằng cách đặt một ô trên bảng thành giá trị 2048.

Kết thúc trò chơi:

* Trò chơi kết thúc khi không còn nước đi nào khả dĩ (không thể di chuyển hoặc kết hợp các ô).
* Khi trò chơi kết thúc, bạn có thể:
  + Nhấn 'R' để bắt đầu lại trò chơi.
  + Nhấn 'Q' để thoát khỏi trò chơi.

# **KẾT LUẬN**

Trong đồ án này, chúng tôi đã thành công trong việc xây dựng một phiên bản trò chơi 2048 đơn giản bằng ngôn ngữ lập trình C++. Trong quá trình thực hiện, nhóm đã hoàn thành các mục tiêu đề ra, bao gồm việc hiểu rõ cấu trúc và logic của trò chơi, cũng như áp dụng các khái niệm lập trình hướng đối tượng (OOP) vào quản lý và triển khai các chức năng của trò chơi.

**Kết quả đạt được:**

* **Xây dựng và tổ chức trò chơi:** Chúng tôi đã phát triển một trò chơi 2048 với các tính năng chính như lựa chọn chế độ chơi (số hoặc chữ cái), chọn kích thước bảng, và thực hiện các thao tác di chuyển ô trên bảng. Trò chơi hoạt động mượt mà, đáp ứng tốt các yêu cầu đề ra.
* **Áp dụng OOP:** Trò chơi được tổ chức theo mô hình lập trình hướng đối tượng với các lớp chính như Tile, Board, và Game. Các lớp này tương tác với nhau thông qua các phương thức được định nghĩa rõ ràng, giúp quản lý dữ liệu trò chơi hiệu quả và thực hiện các thao tác cần thiết. Việc sử dụng kế thừa và đa hình trong thiết kế hệ thống không chỉ giúp tăng cường khả năng mở rộng mà còn tạo điều kiện cho việc tái sử dụng mã nguồn trong các dự án tương lai.
* **Phát triển kỹ năng lập trình:** Quá trình thực hiện dự án đã giúp chúng tôi củng cố và nâng cao kỹ năng lập trình C++, đặc biệt là trong việc thiết kế và triển khai các thuật toán xử lý logic trò chơi, quản lý dữ liệu, và tối ưu hóa hiệu suất của trò chơi.

Tóm lại, đồ án này không chỉ giúp chúng tôi hiểu sâu hơn về cơ chế hoạt động của trò chơi 2048 mà còn mang đến cơ hội thực hành và áp dụng các kiến thức lập trình hướng đối tượng vào một sản phẩm cụ thể. Trò chơi 2048 mà chúng tôi phát triển là minh chứng cho sự kết hợp giữa lý thuyết và thực hành, đồng thời mở ra tiềm năng cho việc thực hiện các dự án lập trình phức tạp hơn trong tương lai. Đây là một bước tiến quan trọng trong quá trình học tập và phát triển kỹ năng lập trình của chúng tôi, góp phần tạo nền tảng vững chắc cho sự nghiệp lập trình sau này.

**LINK GITHUB**

<https://github.com/Hoandtn02/Demo_2048Game>